Наследование является одним из трех основополагающих принципов объектно-ориентированного программирования, поскольку оно допускает создание иерархических классификаций. Благодаря наследованию можно создать общий класс, в котором определяются характерные особенности, присущие множеству связанных элементов. От этого класса могут затем наследовать другие,

более конкретные классы, добавляя в него свои индивидуальные особенности.

В языке C# класс, который наследуется, называется *базовым,* а класс, который наследует, — *производным.* Следовательно, производный класс представляет собой специализированный

вариант базового класса. Он наследует все переменные, методы, свойства и индексаторы, определяемые в базовом классе, добавляя к ним свои собственные элементы.

# Основы наследования

Поддержка наследования в C# состоит в том, что в объявление одного класса разрешается вводить другой класс. Для этого при объявлении производного класса указывается

базовый класс. Рассмотрим для начала простой пример. Ниже приведен класс TwoDShape, содержащий ширину и высоту двухмерного объекта, например квадрата, прямоугольника,

треугольника и т.д. (***glava11\_1***)

// Класс для двумерных объектов.

class TwoDShape

{

public double Width;

public double Height;

public void ShowDim()

{

Console.WriteLine("Ширина и высота равны " +

Width + " и " + Height);

}

}

Класс TwoDShape может стать базовым, т.е. отправной точкой для создания классов,

описывающих конкретные типы двумерных объектов. Например, в приведенной ниже

программе класс TwoDShape служит для порождения производного класса Triangle.

Обратите особое внимание на объявление класса Triangle.

// Класс Triangle, производный от класса TwoDShape.

class Triangle : TwoDShape

{

public string Style; // тип треугольника

// Возвратить площадь треугольника.

public double Area()

{

return Width \* Height / 2;

}

// Показать тип треугольника.

public void ShowStyle()

{

Console.WriteLine("Треугольник " + Style);

}

}

class Shapes

{

static void Main()

{

Triangle t1 = new Triangle();

Triangle t2 = new Triangle();

t1.Width = 4.0;

t1.Height = 4.0;

t1.Style = "isosceles";

t2.Width = 8.0;

t2.Height = 12.0;

t2.Style = "rectangle";

Console.WriteLine("Info about object t1: ");

t1.ShowStyle();

t1.ShowDim();

Console.WriteLine("Area = " + t1.Area());

Console.WriteLine();

Console.WriteLine("Info about object t2: ");

t2.ShowStyle();

t2.ShowDim();

Console.WriteLine("Area = " + t2.Area());

}

}

В класс Triangle входят все члены его базового класса TwoDShape, и поэтому

в нем переменные Width и Height доступны для метода Area(). Кроме того, объекты

t1 и t2 в методе Main() могут обращаться непосредственно к переменным Width и

Height, как будто они являются членами класса Triangle. На рис. 11.1 схематически

показано, каким образом класс TwoDShape вводится в класс Triangle.
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Если класс служит базовым для производного класса, то это совсем не означает, что он

не может быть использован самостоятельно.

Для любого производного класса можно указать ***только один базовый класс***. В C# не

предусмотрено наследование нескольких базовых классов в одном производном классе.

(В этом отношении C# отличается от C++, где допускается наследование нескольких

базовых классов. Данное обстоятельство следует принимать во внимание при переносе

кода C++ в С#.) Тем не менее можно создать иерархию наследования, в которой производный

класс становится базовым для другого производного класса. (Разумеется, ни

один из классов не может быть базовым для самого себя как непосредственно, так и

косвенно.) Но в любом случае производный класс наследует все члены своего базового

класса, в том числе переменные экземпляра, методы, свойства и индексаторы.

# Доступ к членам класса и наследование

Как пояснялось в главе 8, члены класса зачастую объявляются закрытыми, чтобы

исключить их несанкционированное или незаконное использование. Но наследование

класса не отменяет ограничения, накладываемые на доступ к закрытым членам класса.

Поэтому если в производный класс и входят все члены его базового класса, в нем все

равно оказываются недоступными те члены базового класса, которые являются закрытыми.

Так, если сделать закрытыми переменные класса TwoDShape, они станут недоступными

в классе Triangle, как показано ниже.

//two demensional class of two objects

class TwoDShape

{

double Width; //closed

double Height; //closed

public void ShowDim()

{

Console.WriteLine("Width and Height = " + Width + " " + Height);

}

}

//class triangle derived of TwoDShape

class Triangle : TwoDShape

{

public string Style;

//return area of triangle

public double Area()

{

return Width \* Height / 2; //error, cant acces

}

//show type of trgl

public void ShowStyle()

{

Console.WriteLine("Triangle " + Style);

}

}

Поскольку переменные Width и Height теперь являются закрытыми, то они доступны только для других членов своего класса, но не для членов производных классов.

![](data:image/png;base64,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)

Для преодоления данного ограничения в C# предусмотрены разные способы.

Один из них состоит в использовании защищенных (protected) членов класса, рассматриваемых

в следующем разделе, а второй — в применении открытых ***свойств*** ***для доступа*** к закрытым данным.

Ниже приведен вариант класса TwoDShape, в котором переменные Width и Height превращены в свойства.

(***glava11\_2***)

class TwoDShape

{

double pri\_width;

double pri\_height;

//propertie of hwight and width

public double Width

{

get { return pri\_width; }

set { pri\_width = value < 0 ? -value : value; }

}

public double Height

{

get { return pri\_height; }

set { pri\_height = value < 0 ? -value : value; }

}

public void ShowDim()

{

Console.WriteLine("Width and Height = " + Width + " " + Height);

}

}

В этом варианте свойства Width и Height предоставляют доступ к закрытым членам

pri\_width и pri\_height класса TwoDShape, в которых фактически хранятся

значения ширины и высоты двумерного объекта. Следовательно, значения членов

pri\_width и pri\_height класса TwoDShape могут быть установлены и получены с

помощью соответствующих открытых свойств, несмотря на то, что сами эти члены по-

прежнему остаются закрытыми.

Базовый и производный классы иногда еще называют *суперклассом* и *подклассом*

соответственно. Эти термины происходят из практики программирования на Java.

То, что в Java называется суперклассом, в C# обозначается как базовый класс. А то, что

в Java называется подклассом, в C# обозначается как производный класс.

# Организация защищенного доступа

В C# допускается создание *защищенного* члена класса. Защищенный член является

открытым в пределах иерархии классов, но закрытым за пределами этой иерархии.

Защищенный член создается с помощью модификатора доступа protected. Если

член класса объявляется как protected, он становится закрытым, но за исключением

одного случая, когда защищенный член наследуется. В этом случае защищенный член

базового класса становится защищенным членом производного класса, а значит, доступным

для производного класса.

(***glava11\_3***)

class B

{

protected int i, j; //closed for B, oppened for D

public void Set(int a, int b)

{

i = a;

j = b;

}

public void Show()

{

Console.WriteLine(i + " " + j);

}

}

class D : B

{

int k; //closed

//i and j accessable for D

public void Setk()

{

k = i \* j;

}

public void ShowK()

{

Console.WriteLine(k);

}

}

class ProtectedDemo

{

static void Main()

{

D ob = new D();

ob.Set(2,3);

ob.Show();

ob.Setk();

ob.ShowK();

}

}

В данном примере класс В наследуется классом D, а его члены i и j объявлены как

protected, и поэтому они доступны для метода Setk(). Если бы члены i и j класса В

были объявлены как private, то они оказались бы недоступными для класса D, и приведенный

выше код нельзя было бы скомпилировать.

# Конструкторы и наследование

В иерархии классов допускается, чтобы у базовых и производных классов были свои

собственные конструкторы. Конструктор базового класса конструирует базовую часть объекта, а конструктор производного класса — производную часть этого объекта. И в этом есть своя

логика, поскольку базовому классу неизвестны и недоступны любые элементы производного

класса, а значит, их конструирование должно происходить раздельно.

Если конструктор определен только в производном классе, то все происходит очень

просто: конструируется объект производного класса, а базовая часть объекта автоматически

конструируется его конструктором, используемым по умолчанию.

(***glava11\_4***)

class TwoDShape

{

double pri\_width;

double pri\_height;

//properties height and width

public double Width

{

get { return pri\_width; }

set { pri\_width = value < 0 ? -value : value; }

}

public double Height

{

get { return pri\_height; }

set { pri\_height = value < 0 ? -value : value; }

}

public void ShowDim()

{

Console.WriteLine("Height and Width = " + Height + " " + Width);

}

}

class Triangle : TwoDShape

{

string Style;

//constructor

public Triangle(string s, double w, double h)

{

Width = w;

Height = h;

Style = s;

}

public double Area()

{

return Width \* Height / 2;

}

public void ShowStyle()

{

Console.WriteLine("Triangle " + Style);

}

}

class Shapes3

{

static void Main()

{

Triangle t1 = new Triangle("isoscales", 4.0, 4.0);

Triangle t2 = new Triangle("rectangle", 8.0, 12.0);

Console.WriteLine("Object info t1: ");

t1.ShowStyle();

t1.ShowDim();

Console.WriteLine("Area: " + t1.Area());

Console.WriteLine();

Console.WriteLine("Object info t2: ");

t2.ShowStyle();

t2.ShowDim();

Console.WriteLine("Area: " + t2.Area());

}

}

В данном примере конструктор класса Triangle инициализирует наследуемые

члены класса TwoDShape вместе с его собственным полем Style.

Когда конструкторы определяются как в базовом, так и в производном классе, процесс

построения объекта несколько усложняется, поскольку должны выполняться

конструкторы обоих классов. В данном случае приходится обращаться к еще одному

ключевому слову языка С#: base, которое находит двоякое применение: во-первых, для

вызова конструктора базового класса; и во-вторых, для доступа к члену базового класса,

скрывающегося за членом производного класса. Ниже будет рассмотрено первое применение

ключевого слова base.

# Вызов конструкторов базового класса base

С помощью формы расширенного объявления конструктора производного класса

и ключевого слова base в производном классе может быть вызван конструктор, определенный

в его базовом классе. Ниже приведена общая форма этого расширенного

объявления:

***конструктор\_производного\_класса(список\_параметров) : base(список\_аргументов) {***

***// тело конструктора***

***}***

где *список\_аргументов* обозначает любые аргументы, необходимые конструктору

в базовом классе. Обратите внимание на местоположение двоеточия.

Для того чтобы продемонстрировать применение ключевого слова base на конкретном

примере, рассмотрим еще один вариант класса TwoDShape в приведенной

ниже программе.

(***glava11\_6***)

class TwoDShape

{

double pri\_width;

double pri\_height;

//constructor

public TwoDShape(double w, double h)

{

Width = w;

Height = h;

}

//properties height and width

public double Width

{

get { return pri\_width; }

set { pri\_width = value < 0 ? -value : value; }

}

public double Height

{

get { return pri\_height; }

set { pri\_height = value < 0 ? -value : value; }

}

public void ShowDim()

{

Console.WriteLine("Height and Width = " + Height + " " + Width);

}

}

В базовом классе надо определить конструктор, чтобы в производном можно было обращаться к ***base***.

class Triangle : TwoDShape

{

string Style;

//constructor

public Triangle(string s, double w, double h) :base(w,h)

{

Style = s;

}

public double Area()

{

return Width \* Height / 2;

}

public void ShowStyle()

{

Console.WriteLine("Triangle " + Style);

}

}

Теперь конструктор класса Triangle объявляется следующим образом.

public Triangle(string s, double w, double h) :base(w,h)

С помощью ключевого слова base можно вызвать конструктор любой формы,

определяемой в базовом классе, причем выполняться будет лишь тот конструктор, параметры

которого соответствуют переданным аргументам.

В качестве примера ниже приведены расширенные варианты классов TwoDShape и Triangle, в которые включены как используемые по умолчанию конструкторы, так и конструкторы, принимающие один аргумент.

(***glava11\_5.1***)

class TwoDShape

{

double pri\_width;

double pri\_height;

//default constructor

public TwoDShape()

{

Width = Height = 0;

}

//constructor

public TwoDShape(double w, double h)

{

Width = w;

Height = h;

}

//construct objest equal width - height

public TwoDShape(double x)

{

Width = Height = x;

}

//properties height and width

public double Width

{

get { return pri\_width; }

set { pri\_width = value < 0 ? -value : value; }

}

public double Height

{

get { return pri\_height; }

set { pri\_height = value < 0 ? -value : value; }

}

public void ShowDim()

{

Console.WriteLine("Height and Width = " + Height + " " + Width);

}

}

class Triangle : TwoDShape

{

string Style;

//default constructor

public Triangle()

{

Style = "null";

}

//constructor

public Triangle(string s, double w, double h) : base(w, h)

{

Style = s;

}

//construct isoscales triangle

public Triangle(double x) :base(x)

{

Style = "isoscales";

}

public double Area()

{

return Width \* Height / 2;

}

public void ShowStyle()

{

Console.WriteLine("Triangle " + Style);

}

}

class Shapes5

{

static void Main()

{

Triangle t1 = new Triangle();

Triangle t2 = new Triangle("rectangle", 8.0, 12.0);

Triangle t3 = new Triangle(4.0);

t1 = t2;

Console.WriteLine("Object info t1: ");

t1.ShowStyle();

t1.ShowDim();

Console.WriteLine("Area: " + t1.Area());

Console.WriteLine();

Console.WriteLine("Object info t2: ");

t2.ShowStyle();

t2.ShowDim();

Console.WriteLine("Area: " + t2.Area());

Console.WriteLine();

Console.WriteLine("Object info t3: ");

t3.ShowStyle();

t3.ShowDim();

Console.WriteLine("Area: " + t3.Area());

}

}

А теперь рассмотрим вкратце основные принципы действия ключевого слова base.

Когда в производном классе указывается ключевое слово base, вызывается конструктор

из его непосредственного базового класса. Следовательно, ключевое слово base всегда

обращается к базовому классу, стоящему в иерархии непосредственно над вызывающим

классом. Это справедливо даже для многоуровневой иерархии классов. Аргументы

передаются базовому конструктору в качестве аргументов метода base(). Если же

ключевое слово отсутствует, то автоматически вызывается конструктор, используемый

в базовом классе по умолчанию.

# Наследование и сокрытие имен (new var)

В производном классе можно определить член с таким же именем, как и у члена

его базового класса. В этом случае член базового класса скрывается в производном

классе. И хотя формально в C# это не считается ошибкой, компилятор все же выдаст

сообщение, предупреждающее о том, что имя скрывается. Если член базового класса

требуется скрыть намеренно, то перед его именем следует указать ключевое слово

***new***, чтобы избежать появления подобного предупреждающего сообщения. Следует,

однако, иметь в виду, ***что это совершенно отдельное применение ключевого слова new,***

***не похожее на его применение при создании экземпляра объекта***.

(***glava11\_6***)

class A

{

public int i = 0;

}

class B : A

{

new int i; //this i hides member i from A

public B(int b)

{

i = b; //i int B class

}

public void Show()

{

Console.WriteLine("Member i in inherent class: " + i);

}

}

class NameHiding

{

static void Main()

{

B ob = new B(2);

ob.Show();

}

}

Прежде всего обратите внимание на использование ключевого слова new в следующей

строке кода.

new int i; //this i hides member i from A

В этой строке компилятору, по существу, сообщается о том, что вновь создаваемая

переменная i намеренно скрывает переменную i из базового класса А и что автору

программы об этом известно. Если же опустить ключевое слово new в этой строке

кода, то компилятор выдаст предупреждающее сообщение.

В классе В определяется собственная переменная экземпляра i, которая скрывает

переменную i из базового класса А. Поэтому при вызове метода Show() для объекта

типа В выводится значение переменной i, определенной в классе В, а не той, что

определена в классе А.

# Применение ключевого слова base для доступа к скрытому имени, так же доступ к функциям base классу

Имеется еще одна форма ключевого слова base, которая действует подобно ключевому

слову this, за исключением того, что она всегда ссылается на базовый класс

в том производном классе, в котором она используется. Ниже эта форма приведена

в общем виде:

***base.член***

где член может обозначать метод или переменную экземпляра. Эта форма ключевого

слова base чаще всего применяется в тех случаях, когда под именами членов производного

класса скрываются члены базового класса с теми же самыми именами. В качестве

примера ниже приведен другой вариант иерархии классов из предыдущего примера.

(***glava11\_6.1***)

class A

{

public int i = 0;

}

class B : A

{

new int i; //this i hides member i from A

public B(int a, int b)

{

base.i = a; //i from A class

i = b; //i int B class

}

public void Show()

{

//Here also show i from A class

Console.WriteLine("Member i in base class: " + base.i);

Console.WriteLine("Member i in inherent class: " + i);

}

}

class UncoverName

{

static void Main()

{

B ob = new B(1, 2);

ob.Show(); }}

Несмотря на то что переменная экземпляра i в производном классе В скрывает

переменную i из базового класса А, ключевое слово base разрешает доступ к переменной

i, определенной в базовом классе.

С помощью ключевого слова base могут также вызываться скрытые методы.

Например, в приведенном ниже коде класс В наследует класс А и в обоих классах

объявляется метод Show(). А затем в методе Show() класса В с помощью ключевого

слова base вызывается вариант метода Show(), определенный в классе А.

(***glava11\_6.2***)

class A

{

public int i = 0;

public void Show()

{

Console.WriteLine("Member i in base class: " + i);

}

}

class B : A

{

new int i; //this i hides member i from A

public B(int a, int b)

{

base.i = a; //i from A class

i = b; //i int B class

}

new public void Show()

{

base.Show(); //method from A class

Console.WriteLine("Member i in inherent class: " + i);

}

}

class UncoverName

{

static void Main()

{

B ob = new B(1, 2);

ob.Show();

}

}

Как видите, в выражении base.Show() вызывается вариант метода Show() из базового

класса.

***Обратите также внимание на следующее: ключевое слово new используется в приведенном***

***выше коде с целью сообщить компилятору о том, что метод Show(), вновь***

***объявляемый в производном классе В, намеренно скрывает другой метод Show(),***

***определенный в базовом классе А.***

# Создание многоуровневой иерархии классов

В представленных до сих пор примерах программ использовались простые иерархии

классов, состоявшие только из базового и производного классов. Но в C# мож**Глава**

но также строить иерархии, состоящие из любого числа уровней наследования. Как

упоминалось выше, многоуровневая иерархия идеально подходит для использования

одного производного класса в качестве базового для другого производного класса. Так,

если имеются при класса, А, В и С, то класс С может наследовать от класса В, а тот,

в свою очередь, от класса А. В таком случае каждый производный класс наследует характерные

особенности всех своих базовых классов. В частности, класс С наследует все

члены классов В и А.

Для **того** чтобы показать, насколько полезной может оказаться многоуровневая

иерархия классов, рассмотрим следующий пример программы. В ней производный

класс Triangle служит в качестве базового для создания другого производного класса

— ColorTriangle. При этом класс ColorTriangle наследует все характерные особенности,

а по существу, члены классов Triangle и TwoDShape, к которым добавляется

поле color, содержащее цвет треугольника.

(***glava11\_7***)

class TwoDShape

{

double pri\_width;

double pri\_height;

//constructor default

public TwoDShape()

{

pri\_width = pri\_height = 0;

}

//constructor

public TwoDShape(double w, double h)

{

Width = w;

Height = h;

}

//constructor equal angles

public TwoDShape(double x)

{

Width = Height = x;

}

//prop of Height and Width

public double Height

{

get { return pri\_height; }

set { pri\_height = value < 0 ? -value : value; }

}

public double Width

{

get { return pri\_width; }

set { pri\_width = value < 0 ? -value : value; }

}

public void ShowDim()

{

Console.WriteLine("Height and Width: " + Height + " " + Width);

}

}

class Triangle : TwoDShape

{

string Style;

public Triangle() { Style = "null"; }

public Triangle(string s, double w, double h) :base(w,h)

{

Style = s;

}

public Triangle(double x) :base(x)

{

Style = "isoscales";

}

public double Area()

{

return Width \* Height / 2;

}

public void ShowStyle()

{

Console.WriteLine("Triangle " + Style);

}

}

//expand Triangle class

class ColorTriangle : Triangle

{

string color;

public ColorTriangle(string c, string s,

double w, double h) :base(s,w,h)

{

color = c;

}

public void ShowColor()

{

Console.WriteLine("Color " + color);

}

}

class Shape6

{

static void Main()

{

ColorTriangle t1 =

new ColorTriangle("blue", "rectangle", 8.0, 12.0);

ColorTriangle t2 =

new ColorTriangle("red", "isoscales", 2.0, 2.0);

Console.WriteLine("Info about object t1: ");

t1.ShowStyle();

t1.ShowDim();

t1.ShowColor();

Console.WriteLine("Area = " + t1.Area());

Console.WriteLine();

Console.WriteLine("Info about object t2: ");

t2.ShowStyle();

t2.ShowDim();

t2.ShowColor();

Console.WriteLine("Area = " + t2.Area());

}

}

Благодаря наследованию в классе ColorTriangle могут использоваться определенные

ранее классы Triangle и TwoDShape, к элементам которых добавляется лишь

та информация, которая требуется для конкретного применения данного класса.

В этом отчасти и состоит ценность наследования, поскольку оно допускает повторное

использование кода.

Приведенный выше пример демонстрирует еще одно важное положение: ключевое

слово base всегда обозначает ссылку на конструктор ближайшего по иерархии

базового класса. Так, ключевое слово base в классе ColorTriangle обозначает вызов

конструктора из класса Triangle, а ключевое слово base в классе Triangle — вызов

конструктора из класса TwoDShape. Если же в иерархии классов конструктору базового

класса требуются параметры, то все производные классы должны предоставлять

эти параметры вверх по иерархии, независимо от того, требуются они самому производному

классу или нет.

# Порядок вызова конструкторов

В связи с изложенными выше в отношении наследования и иерархии классов может

возникнуть следующий резонный вопрос: когда создается объект производного

класса и какой конструктор выполняется первым — тот, что определен в производном

классе, или же тот, что определен в базовом классе? Так, если имеется базовый класс А

и производный класс В, то вызывается ли конструктор класса А раньше конструктора

класса В? Ответ на этот вопрос состоит в том, что в иерархии классов конструкторы вызываются

по порядку выведения классов: ***от базового к производному***. Более того, этот

порядок остается неизменным независимо от использования ключевого слова base.

Так, если ключевое слово base не используется, то выполняется конструктор по умолчанию,

т.е. конструктор без параметров.

(***glava11\_8***)

class A

{

public A()

{

Console.WriteLine("Construct class A.");

}

}

class B : A

{

public B()

{

Console.WriteLine("Construct class B.");

}

}

class C : B

{

public C()

{

Console.WriteLine("Construct class C.");

}

}

class OrderOfConst

{

static void Main()

{

C c = new C();

}

}

# Ссылки на базовый класс и объекты производных классов

Как вам должно быть уже известно, C# является строго типизированным языком

программирования. Помимо стандартных преобразований и автоматического продвижения

простых типов значений, в этом языке строго соблюдается принцип совместимости

типов. Это означает, что переменная ссылки на объект класса одного типа,

как правило, не может ссылаться на объект класса другого типа.

static void Main()

{

X x = new X(10);

X x2;

Y у = new Y(5);

x2 = x; // верно, поскольку оба объекта относятся к одному и тому же типу

х2 = у; // ошибка, поскольку это разнотипные объекты

}

Несмотря на то что классы X и Y в данном примере совершенно одинаковы по своей

структуре, ссылку на объект типа Y нельзя присвоить переменной ссылки на объект

типа X, поскольку типы у них разные.

Вообще говоря, переменная ссылки на объект может ссылаться только на объект

своего типа.

Но из этого принципа строгого соблюдения типов в C# имеется одно важное исключение:

переменной ссылки на объект базового класса может быть присвоена ссылка

на объект любого производного от него класса. Такое присваивание считается вполне

допустимым, поскольку экземпляр объекта производного типа инкапсулирует экземпляр

объекта базового типа. Следовательно, по ссылке на объект базового класса

можно обращаться к объекту производного класса.

(***glava11\_9***)

class X

{

public int a;

public X(int i)

{

a = i;

}

}

class Y : X

{

public int b;

public Y(int i, int j) : base(i)

{

b = j;

}

}

class BaseRef

{

static void Main()

{

X x = new X(10);

X x2;

Y y = new Y(5, 6);

x2 = x; //two object one class

Console.WriteLine("x2.a: " + x2.a);

x2 = y; //OK, Y class is inherent from X

Console.WriteLine("x2.a: " + x2.a);

x2.a = 19;

//x2.b = 27 //wrong, no memb b in X class

}

}

В данном примере класс Y является производным от класса X. Поэтому следующая

операция присваивания:

x2 = y; //OK, Y class is inherent from X

считается вполне допустимой. Ведь по ссылке на объект базового класса (в данном случае

— это переменная х2 ссылки на объект класса X) можно обращаться к объекту производного

класса, т.е. к объекту, на который ссылается переменная у.

Eсли ссылка на объект производного класса присваивается переменной

ссылки на объект базового класса, то доступ разрешается только к тем частям этого

объекта, которые определяются базовым классом. Именно поэтому переменной х2

недоступен член b класса Y, когда она ссылается на объект этого класса. И в этом есть

своя логика, поскольку базовому классу ничего не известно о тех членах, которые добавлены в производный от него класс. Именно поэтому последняя строка кода в приведенномвыше примере была закомментирована.

Один из самых важных моментов для присваивания ссылок на объекты производного

класса переменным базового класса наступает тогда, когда конструкторы вызываются

в иерархии классов. Как вам должно быть уже известно, в классе нередко

определяется конструктор, принимающий объект своего класса в качестве параметра.

Благодаря этому в классе может быть сконструирована копия его объекта. Этой особенностью

можно выгодно воспользоваться в классах, производных от такого класса.

(***glava11\_10***)

class TwoDShape

{

double pri\_width;

double pri\_height;

//options for width and height

public double Width

{

get { return pri\_width; }

set { pri\_width = value < 0 ? -value : value; }

}

public double Height

{

get { return pri\_height; }

set { pri\_height = value < 0 ? -value : value; }

}

//default constructor

public TwoDShape()

{

Width = Height = 0;

}

//constructor

public TwoDShape(double w, double h)

{

Width = w;

Height = h;

}

//constructor equal sides

public TwoDShape(double x)

{

Width = Height = x;

}

public TwoDShape(TwoDShape ob)

{

Width = ob.Width;

Height = ob.Height;

}

public void ShowDim()

{

Console.WriteLine("Height and Width " + Width + " " + Height);

}

}

//Triangle class inherent from TwoDShape

class Triangle : TwoDShape

{

string Style;

//default constructor

public Triangle()

{

Style = "null";

}

//constructor

public Triangle(string s, double w, double h) : base(w, h)

{

Style = s;

}

//constructor equal sidex

public Triangle(double x) : base(x)

{

Style = "isoscale";

}

//copy of Triangle

public Triangle(Triangle ob) : base(ob)

{

Style = ob.Style;

}

//area of Triangle

public double Area()

{

return Width \* Height / 2;

}

//show style

public void ShowStyle()

{

Console.WriteLine("Triangle " + Style);

}

}

class Shapes7

{

static void Main()

{

Triangle t1 = new Triangle("rectangle", 8.0, 12.0);

//make copy of t1

Triangle t2 = new Triangle(t1);

Console.WriteLine("Info object t1: ");

t1.ShowStyle();

t1.ShowDim();

Console.WriteLine("Area is " + t1.Area());

Console.WriteLine();

Console.WriteLine("Info object t2: ");

t2.ShowStyle();

t2.ShowDim();

Console.WriteLine("Area is " + t2.Area());

}

}

Обратите особое внимание на следующий конструктор класса Triangle:

//copy of Triangle

public Triangle(Triangle ob) : base(ob)

{

Style = ob.Style;

}

Он принимает объект типа Triangle в качестве своего параметра и передает его

(с помощью ключевого слова base) следующему конструктору класса TwoDShape.

public TwoDShape(TwoDShape ob)

{

Width = ob.Width;

Height = ob.Height;

}

Самое любопытное, что конструктор TwoDShape() предполагает получить объект

класса TwoDShape, тогда как конструктор Triangle() передает ему объект класса

Triangle. Как пояснялось выше, такое вполне допустимо, поскольку по ссылке на

объект базового класса можно обращаться к объекту производного класса. Следовательно,

конструктору TwoDShape() можно на совершенно законных основаниях передать

ссылку на объект класса, производного от класса TwoDShape. А поскольку конструктор

TwoDShape() инициализирует только те части объекта производного класса,

которые являются членами класса TwoDShape, то для него не имеет никакого значения,

содержит ли этот объект другие члены, добавленные в производном классе.

# Виртуальные методы и их переопределение

*Виртуальным* называется такой метод, который объявляется как ***virtual*** в базовом

классе. Виртуальный метод отличается тем, что он может быть переопределен в одном

или нескольких производных классах. Следовательно, у каждого производного класса

может быть свой вариант виртуального метода. Кроме того, виртуальные методы интересны

тем, что именно происходит при их вызове по ссылке на базовый класс. В этом

случае средствами языка C# определяется именно тот вариант виртуального метода,

который следует вызывать, исходя из *типа* объекта, к которому происходит обращение

*по ссылке,* причем это делается *во время выполнения.*

Bариант выполняемого виртуального метода выбирается по типу объекта, а не по типу

ссылки на этот объект. Так, если базовый класс содержит виртуальный метод и от него

получены производные классы, то при обращении к разным типам объектов по ссылке

на базовый класс выполняются разные варианты этого виртуального метода.

Метод объявляется как виртуальный в ***базовом классе*** с помощью ключевого слова

***virtual***, указываемого перед его именем. Когда же виртуальный метод переопределяется

в ***производном классе***, то для этого используется модификатор ***override***.

А сам процесс повторного определения виртуального метода в производном классе

называется *переопределением метода***. При переопределении имя, возвращаемый тип**

**и сигнатура переопределяющего метода должны быть точно такими же, как и у того**

**виртуального метода, который переопределяется**. Кроме того, виртуальный метод не

может быть объявлен как static или abstract.

(***glava11\_11***)

class Base

{

//virtual method base class

public virtual void Who()

{

Console.WriteLine("Method Who() base class");

}

}

class Derived1 : Base

{

public override void Who()

{

Console.WriteLine("Method Who() derived class.");

}

}

class Derived2:Base

{

public override void Who()

{

Console.WriteLine("Method Who() derived2 class");

}

}

class OverrideDemo

{

static void Main()

{

Base baseOb = new Base();

Derived1 dOb1 = new Derived1();

Derived2 dOb2 = new Derived2();

Base baseRef; //link on base class

baseRef = baseOb;

baseRef.Who();

baseRef = dOb1;

baseRef.Who();

baseRef = dOb2;

baseRef.Who();

}

}

В коде из приведенного выше примера создаются базовый класс Base и два производных

от него класса — Derived1 и Derived2. В классе Base объявляется виртуальный

метод Who(), который переопределяется в обоих производных классах. Затем в

методе Main() объявляются объекты типа Base, Derived1 и Derived2. Кроме того,

объявляется переменная baseRef ссылочного типа Base. Далее ссылка на каждый тип

объекта присваивается переменной baseRef и затем используется для вызова метода

Who().

Но переопределять виртуальный метод совсем не обязательно. ***Ведь если в производном***

***классе не предоставляется собственный вариант виртуального метода, то используется***

***его вариант из базового класса***, как в приведенном ниже примере.

(***glava11\_11.1***)

using System;

class Base

{

//virtual method base class

public virtual void Who()

{

Console.WriteLine("Method Who() base class");

}

}

class Derived1 : Base

{

public override void Who()

{

Console.WriteLine("Method Who() derived class.");

}

}

class Derived2 : Base

{

}

class OverrideDemo

{

static void Main()

{

Base baseOb = new Base();

Derived1 dOb1 = new Derived1();

Derived2 dOb2 = new Derived2();

Base baseRef; //link on base class

baseRef = baseOb;

baseRef.Who();

baseRef = dOb1;

baseRef.Who();

baseRef = dOb2;

baseRef.Who();

}

}

В данном примере метод Who() не переопределяется в классе Derived2. Поэтому

для объекта класса Derived2 вызывается метод Who() из класса Base.

Если при наличии многоуровневой иерархии виртуальный метод не переопределяется

в производном классе, то выполняется ближайший его вариант, обнаруживаемый

вверх по иерархии, как в приведенном ниже примере.

(***glava11\_11.2***)

class Base

{

//virtual method base class

public virtual void Who()

{

Console.WriteLine("Method Who() base class");

}

}

class Derived1 : Base

{

public override void Who()

{

Console.WriteLine("Method Who() derived1 class.");

}

}

class Derived2 : Derived1

{ }

class Derived3 : Derived2

{ }

class OverrideDemo

{

static void Main()

{

Derived3 dOb = new Derived3();

Base baseRef; //link on base class

baseRef = dOb;

baseRef.Who();

}

}

В данном примере класс Derived3 наследует класс Derived2, который наследует

класс Derived1, а тот, в свою очередь, — класс Base. Как показывает приведенный

выше результат, выполняется метод Who(), переопределяемый в классе Derived1,

поскольку это первый вариант виртуального метода, обнаруживаемый при продвижении

вверх по иерархии от классов Derived3 и Derived2, где метод Who() не переопределяется,

к классу Derived1.

И еще одно замечание: свойства также подлежат модификации ключевым словом

virtual и переопределению ключевым словом override. Это же относится и к индексаторам.

# Что дает переопределение методов

Благодаря переопределению методов в C# поддерживается динамический полиморфизм.

В объектно-ориентированном программировании полиморфизм играет

очень важную роль, потому что он позволяет определить в общем классе методы,

которые становятся общими для всех производных от него классов, а в производных

классах — определить конкретную реализацию некоторых или же всех этих методов.

Переопределение методов — это еще один способ воплотить в C# главный принцип

полиморфизма: один интерфейс — множество методов.

Удачное применение полиморфизма отчасти зависит от правильного понимания

той особенности, что базовые и производные классы образуют иерархию, которая продвигается

от меньшей к большей специализации. При надлежащем применении базовый

класс предоставляет все необходимые элементы, которые могут использоваться

в производном классе непосредственно. А с помощью виртуальных методов в базовом

классе определяются те методы, которые могут быть самостоятельно реализованы в

производном классе. Таким образом, сочетая наследование с виртуальными методами,

можно определить в базовом классе общую форму методов, которые будут использоваться

во всех его производных классах.

# Применение виртуальных методов

Для того чтобы стали понятнее преимущества виртуальных методов, применим их

в классе TwoDShape. В предыдущих примерах в каждом классе, производном от класса

TwoDShape, определялся метод Area(). Но, по-видимому, метод Area() лучше было

бы сделать виртуальным в классе TwoDShape и тем самым предоставить возможность

переопределить его в каждом производном классе с учетом особенностей расчета площади

той двумерной формы, которую инкапсулирует этот класс. Именно это и сделано

в приведенном ниже примере программы. Ради удобства демонстрации классов в

этой программе введено также свойство name в классе TwoDShape.

(***glava11\_12***)

class TwoDShape

{

double pri\_width;

double pri\_height;

public string name { get; set; }

//properties

public double Width

{

get { return pri\_width; }

set { pri\_width = value < 0 ? -value : value; }

}

public double Height

{

get { return pri\_height; }

set { pri\_height = value < 0 ? -value : value; }

}

//default constructor

public TwoDShape()

{

Width = Height = 0.0;

name = "null";

}

//constructor

public TwoDShape(string n, double w, double h)

{

name = n;

Width = w;

Height = h;

}

//equal sides

public TwoDShape(double x, string n)

{

Width = Height = x;

name = n;

}

public TwoDShape(TwoDShape ob)

{

Width = ob.Width;

Height = ob.Height;

name = ob.name;

}

public void ShowDim()

{

Console.WriteLine("Height and Width " + Width + " " + Height);

}

public virtual double Area()

{

Console.WriteLine("Method are has to be redefined");

return 0.0;

}

}

//triangle class

class Triangle : TwoDShape

{

string Style;

//default constructor

public Triangle() { Style = "null"; }

//constructor

public Triangle(string s, double w, double h) : base("triangle", w, h)

{

Style = s;

}

//equal sides

public Triangle(double x) : base(x, "Triangle")

{

Style = "isoscale";

}

public Triangle(Triangle ob) : base(ob)

{

Style = ob.Style;

}

public override double Area()

{

return Width \* Height / 2;

}

public void ShowStyle()

{

Console.WriteLine("Triangle " + Style);

}

}

class Rectangle : TwoDShape

{

//constructor

public Rectangle(double w, double h) : base("rectangle", w, h) { }

//construct square

public Rectangle(double x) : base(x, "Square") { }

//copy of rectangle

public Rectangle(Rectangle ob) : base(ob) { }

//return if square

public bool IsSquare()

{

if (Height == Width) return true;

return false;

}

public override double Area()

{

return Width \* Height;

}

}

class DynShapes

{

static void Main()

{

TwoDShape[] shapes = new TwoDShape[5];

shapes[0] = new Triangle("rectangle", 8.0, 12.0);

shapes[1] = new Rectangle(10);

shapes[2] = new Rectangle(10, 4);

shapes[3] = new Triangle(7.0);

shapes[4] = new TwoDShape("common form", 10, 20);

for (int i = 0; i < shapes.Length; i++)

{

Console.WriteLine("Object - " + shapes[i].name);

Console.WriteLine("Area = " + shapes[i].Area());

Console.WriteLine();

}

}

}

Рассмотрим данный пример программы более подробно. Прежде всего, метод

Area() объявляется как virtual в классе TwoDShape и переопределяется в классах

Triangle и Rectangle по объяснявшимся ранее причинам. В классе TwoDShape метод

Area() реализован в виде заполнителя, который сообщает о том, что пользователь

данного метода должен переопределить его в производном классе. Каждое переопределение

метода Area() предоставляет конкретную его реализацию, соответствующую

типу объекта, инкапсулируемого в производном классе. Так, если реализовать класс

для эллипсов, то метод Area() должен вычислять площадь эллипса.

У программы из рассматриваемого здесь примера имеется еще одна примечательная

особенность. Обратите внимание на то, что в методе Main() двумерные формы

объявляются в виде массива объектов типа TwoDShape, но элементам этого массива

присваиваются ссылки на объекты классов Triangle, Rectangle и TwoDShape. И это

вполне допустимо, поскольку по ссылке на базовый класс можно обращаться к объекту

производного класса.